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Widely studied programming models for communication-based systems, such
as the π-calculus [7], tend to be overly rigid, in that they do not naturally cap-
ture the reactive behavior of such software systems. Reactive behavior is critical
for modern autonomous agents which can automatically engage in communica-
tion protocols in our behalf (e.g. financial transactions). In communication-
based systems, reactive behavior encompasses several features and constructs,
including time, exception handling and dynamic reconfiguration. Although all
of these features have been studied as (isolated) extensions/variants of the ses-
sion π-calculus (cf. [3, 2]), the resulting models are often convoluted, which
limits its potential for reasoning about communicating systems.

Given the relevance of reactive behavior, in ongoing work we have been ex-
ploring a fresh look at programming models for communication-based concur-
rency. We have focused on the family of synchronous programming languages
(SRP) [1], as a foundational model for communication-based systems. SRP is an
event-based model of computation optimized for programming reactive systems.
It is based on the hypothesis of perfect synchrony: reactive programs react in-
stantaneously and produce their outputs synchronously with their input. An
SRP program evolves deterministically as an (infinite) sequence of reactions,
indexed by a logical clock.

Our work focuses on ReactiveML, a particular synchronous programming
language supported on formal foundations [6, 5]. In ReactiveML inputs are
defined as signals, which can be emitted at any time in execution. Time units
correspond to a series of internal computations, whose execution is stopped
when there are no further signals to be emitted. A distinguishing feature of
ReactiveML is that reactions to the absence of signals only take place at the
end of the time unit.

We have encoded the basic structures of session-based communication (e.g.
input/output, branch/selection) into ReactiveML. This encoding is based on
two main notions: (1) each synchronization corresponds to a single time unit,
and (2) a disciplined use of a continuation-passing style representation of ses-
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sions (following [4]) enables to represent the linearity and polymorphism of
communication channels. An associated operational correspondence result for-
mally guarantees that the communication primitives are modeled correctly in
ReactiveML.

The talk will present the current status of our work on session-based con-
currency in ReactiveML. We will also discuss directions for future work, aimed
at us- ing the encoding (and its ReactiveML implementation) to exploit impor-
tant verification techniques (e.g., type-checking, monitors, runtime checking).
The ultimate goal is to certify correctness in scenarios in which reactivity plays
an important role in structured communications, such as the hot-swapping of
web-services and modules.
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