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Abstract

The Interactive Website For Rabies Researchers aims to provide, an online data visualisation and information
sharing platform, to people involved in the fight against rabies in Southern Tanzania. The website will provide
an interface to an already existing mobile surveillance tool, for the utilisation of rabies related data gathered
over the past years. The project was created by Katie Hampson and Rebecca Mancy who are directly involved
in the campaign against rabies in Tanzania. Katie and Rebecca are the main clients of this project, and it is
through constant interaction with them, that the requirements were identified and design decisions were made.
The system implemented was tested throughout the development process, and the final product underwent an
extensive user evaluation that was carried with potential users from the United Kingdom and Tanzania. The
system was also evaluated through interviews with the main clients of the project in order to ensure that it met all
their expectations. The final product fulfilled all the expectations and requirements that were set and the feedback
that was received was predominantly positive.
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Chapter 1

Introduction

1.1 Context

Rabies is an extremely serious viral disease that is almost always fatal following the onset of clinical signs. Dogs
and other warm blooded animals infected with the disease are the main source of the vast majority of human
rabies deaths. The disease is transmitted mainly through animal bites[1].

Over the past 100 years Rabies has been eradicated in most high income and developed nations[2]. The
disease though still continues to cause the death of up to 55.000 humans every year mainly in underdeveloped
and developing countries in Africa and Asia[3]. Treatment of rabies is possible only if the inflicted person seeks
medical assistance immediately after the incidence and gets the treatment needed, due to the nature of the disease
if any clinical symptoms appear it almost certainly leads to death[2]. Areas with high prevalence of rabies also get
negatively affected socioeconomically, with the financial burden of rabies control and prevention in Africa and
Asia, being estimated to exceed 500 million US dollars. Although these calculations might be underestimated
as they do not take into account the negative impact of rabies in local communities and economies , considering
more than 3 billion people reside in areas where rabies is a present issue[3].

One of the main obstacles that affected nations face against the prevention of rabies, is the difficulty of
early detection of the disease outbreaks on human and animal populations, which is fundamental for the creation
of effective strategies against the disease[4]. The detection of outbreaks is particularly weak in underdeveloped
countries due to the poor and unorganised reporting of deaths and transmission cases inflicted by the viral disease.
Thus the case has been made that in order to effectively fight such an under reported viral disease, surveillance
systems and reporting infrastructure will have to be strengthened[5].

One of the nations that are directly affected by the viral disease is the United Republic of Tanzania which is
located in east Africa within the African Great Lakes region. The southern part of the Nation has attracted interna-
tional attention by the Bill & Melinda Gates Foundation. The foundation funds a WHO-coordinated project with
the aims of controlling the viral disease and eventually eliminating rabies completely from the affected region.
The WHO project aims to achieve this by promoting surveillance methods, mass dog vaccinations, improved
education, making treatments more widely available, and encouraging an overall better sustainable strategy for
the elimination of the disease[6].
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1.2 Project Overview, Aims and Objectives

The aim of this software engineering project is to design a web based platform for rabies researchers to share
and visualise data and progress, from the campaign against rabies in the afflicted areas of Southern Tanzania.
More specifically it aims to serve researchers, government officials, veterinarians and health workers involved
with the campaign against rabies in 28 districts in Southern Tanzania, that are funded and supported by the Bill
& Melinda Gates Foundation[7].

By supporting these groups through a web site, the project aims to improve the strategies incorporated in the
fight against rabies, and provide an effective tool to track the progress that has been made over the past years
against the disease. The web platform will have to be easily accessible from areas with unstable Internet connec-
tions, and should be usable from a wide variety of devices such as smart phones and personal computers[7].

By making such a platform available to everyone with an Internet connection regardless of their location or
the devices they use, the project’s goal is to provide information and data to people that are directly involved
with these afflicted areas too, such residents of the areas, health workers and veterinarians. The website more
specifically aims to provide a way to: visualise rabies related data, share important information and download
rabies related reports and files.

The overall project against rabies in Southern Tanzania which this current software project is part of, is
a combined effort of various non-profit, government and academic organisations including : Ifakara Health
Institute, University of Glasgow, World Health Organisation, Sokoine University of Agriculture, Government of
Tanzania, Tanzania Ministry for Health and Social Welfare and the Tanzania Ministry for Livestock and Fisheries
Development[8].

Furthermore the overall project receives funding by various international organisations that are invested in
eliminating neglected diseases around the world such as rabies. Some of these organisations are : Wellcome
Trust, Bill & Melinda Gates Foundation, UBS optimus foundation, Biotechnology and Biological Sciences Re-
search Council and the Medical Research Council[8].

The project described in this dissertation was created by Katie Hampson and Rebecca Mancy. Katie leads
field research in Tanzania and works with a network of collaborators on fundamental and operational research,
Rebecca works together with Katie as a computational ecologist. Katie and Rebecca are the clients of this project
and thus they are considered the two main stakeholders that will be mentioned throughout this dissertation. In
addition they both play a major role in the campaign against rabies in Southern Tanzania and the already existing
infrastructure there.

Through the support of the fore mentioned organisations and the already existing infrastructure the project’s
objective is to accelerate the speed with which progress is made against rabies in Southern Tanzania, and provide
a skeleton system that can be expanded to cover more affected areas and different under reported diseases around
the world in the future.

1.3 Report Outline

This dissertation outlines and describes all the steps that were taken over the software development process of
the system, from the requirements gathering process to the evaluation and submission of the finished product.
Bellow is a synopsis of the dissertation divided into the main parts of the development process :

Chapter 2 :Background
An overview of the existing artifacts that are involved with the project and the research that has been done prior
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to its start.

Chapter 3 : Requirements
An overview of the different requirements identified, as well as the methods that were used to capture them.

Chapter 4 : Design
A description of the main modules identified in addition to design decisions and sketches.

Chapter 5 : Architecture and Implementation
A broad examination of the development and implementation of all the aspects of the system, including technical
details and major decisions that were made.

Chapter 6 : Evaluation
An in-depth overview of the methods used for the evaluation of the whole system, and the major outcomes of it.

Chapter 7 : Future
An outline of what the future holds for the system from unfinished requirements and users feedback.

Chapter 8 : Conclusion
A retrospective of the product itself, the results of the evaluation and the impact of the system.

1.4 Terminology

• WHO - World health organisation

• Rabies - Rabies is a viral disease that causes acute inflammation of the brain in humans. It spreads mostly
through warm blooded animal bites. It is almost always lethal if it is not treated soon after a bite.

• PEP - Post-exposure prophylaxis : It is the vaccination required for the treatment of rabies

• Gates District - Districts in Southern Tanzania that are part of the campaign organised by the Bill and
Melinda Gates Foundation

• Esurveliance - An already developed mobile phone surveillance system which is being used in Southern
Tanzania

• PDF - Portable Document Format is a file format used to present documents

• CSV - Comma-separated values file is a file that stores tabular data in plain text document

• API - Application programming interface

• JSON - JavaScript Object Notation. JSON is a lightweight data-interchange forma

• NPM - Node Package Manager. NPM is a manager for NodeJS based server that is responsible for in-
stalling and updating packages into the server.

• WYSIWYG - ”What you see is what you get text” editor

3



Chapter 2

Background

This chapter will provide an overview of the overall rabies campaign in Southern Tanzania, and the already
existing infrastructure which this project is to be based on.

2.1 Rabies in Southern Tanzania

Since 2010, the government of Tanzania has implemented a large-scale rabies prevention and control programme
across 28 districts, coordinated by WHO and funded by multiple non profit organisations including the Bill and
Melinda Gates Foundation[8, 6]. This programme involves provision of lifesaving post-exposure prophylaxes to
bite victims to prevent the onset of rabies, and mass vaccination of domestic dogs to interrupt transmission and
ultimately eliminate disease. The overall project covers more than 150,000km2 catchment area and it affects up
to 10 million inhabitants[8].

The biggest obstacle that these districts and the nation of Tanzania faces is the greatly unreported cases of
rabies in humans. Information and data of animal bite injuries is an effective tool that can be used to estimate
the negative impacts the disease causes a certain community, and can be also be used to monitor epidemiological
trends across the affected districts[4].

The unreported incidence in Tanzania, has been slowing the progress made against the disease. Dog bite
injuries are an accessible source of epidemiological data, that may be used to estimate the public health burden
of rabies and to monitor epidemiological trends in developing countries[4]. Due the difficulties faced in surveil-
lance, the best estimates of the burden that the disease causes on communities and areas, are based on modelling
studies. Furthermore most low-income countries including Tanzania use paper based systems for reporting in-
cidents with disappointing results, due to limitations such as, the high probability of falsely recorded data and
high cost. Thus it has been identified that for a successful strategy against rabies, a well constructed and efficient
paper-less system will have to be used for the effective reporting of disease cases[4, 7].

It has been demonstrated that mass dog vaccination campaigns, is one of the most effective strategies for the
prevention and elimination of rabies. But large scale dog vaccination campaigns cannot be done too often ,due
to their high cost and the high organisation they require. Thus coherent and well structured data is detrimental to
these large scale campaigns so they can be as effective as possible[9, 8].

The use of mobile technologies as a tool for health surveillance has been demonstrated through small-scale
examples, and has been proven that they can be highly effective[9]. A successfully large scale phone-based
system has been in use since 2011 in Southern Tanzania, and it is directly involved with the software engineering
project outlined in this dissertation[8].
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2.2 Rabies Mobile Surveillance Tool in Southern Tanzania

Surveillance is critical for managing preventative health services and controlling infectious diseases. Surveil-
lance involves the routine collection, analysis and dissemination of data to guide health policy and practice[7].
But paper-based surveillance is slow and often incomplete[4], therefore it does not allow effective monitoring
or timely responses. Surveillance for zoonotic diseases (spread from animals to humans) requires inter sectoral
collaboration between the health and veterinary sectors. For rabies, health workers need to report animal bites
to veterinary officers to trigger outbreak investigations, and veterinarians need to alert medical authorities to
exposure risks from animal cases. Then these outbreaks need to be reported to government officials, for the
organisation of large scale preventive measures in the affected areas. This process is hard to be completed effi-
ciently without a strong underlying infrastructure, for collecting the data and sharing the information gathered[8].

An inter sectoral mobile phone based tool has been developed for the surveillance of rabies incidents in
southern Tanzania. The system as a whole enables then real-time reporting of rabies related animal bites and
the human and animal vaccine use, administered through every region. The mobile phone-based surveillance
system is used by over 300 health and veterinary officers across the involved areas, to record data and monitor
information. The system has improved the quality and completeness of the data recorded, while at the same
reducing the overall costs compared to a paper based system[8].

The system takes advantage of the high popularity of generic mobile phones in the United Republic of
Tanzania. The low cost of mobile phones and the widespread network coverage of populated areas make them
one of the most ideal methods for gathering data. The system uses GSM which enables regular phones to connect
to the Internet through GPRS, even in areas with no mobile Internet coverage such as 2G. Health workers and
veterinarians are given the ability to report various events, including bite incidents and PEP doses/shortages.
Using a data-entry SMS text messaging based application, the data reported by users gets saved into a MySQL
database located in Tanzania[8].

The system developed for this project takes advantage of the Mobile Surveillance Tool and the data collected
by it, by using directly the data stored in the MySQL database in Tanzania for sharing information and producing
all the data visualisations[8].

2.3 Conclusion

The use of mobile devices for the effective reporting of infectious diseases has been proven to be successful
in various occasions. The introduction of such system in the area of South Tanzania has proven it’s value by
improving the quality of data gathered substantially[8]. The system outlined in this dissertation is aiming to take
advantage of the data that has been gathered with this mobile surveillance tool, and compliment it by providing
a simple way for researchers, veterinarians, health workers and government officials to share and visualise the
data with ease.
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Chapter 3

Requirements

This chapter provides an insight on the requirement gathering process, and outlines the requirements that were
identified along with their descriptions and priority ranking.

3.1 Requirements Gathering

The initial requirements of the project were mainly revolved around implementing a data visualisation website for
rabies researchers. Due to the fact that the main stakeholders/clients Katie and Rebecca, were directly involved
in the development of the project, an ”agile” like software development process was used, which resulted in
weekly meetings with the main stakeholders where live demos and prototypes were presented to them. Through
the discussions that occurred during these meetings, additional requirements regardless of priority kept getting
identified until the late stages of the development process.

3.2 Functional Requirements

During the development process, requirements of different priorities and functionalities were identified. Func-
tional requirements dictate the expected behaviour and features of the system as a whole, and of each individual
module. These requirements were ranked in terms of their distinctive priority as Top priority, Medium priority
and Low priority by considering their importance to the successful completion of the system.

The main functional requirements were identified by considering the expectations and needs that the different
groups of users had. Thus the main groups of users directly involved with the functional requirements were
identified to be following :

• Superuser

• Website Administrators

• Registered Users

– Government Officials

– Researchers / Scientists / Academics

– Health Workers / Veterinarians
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• Non Registered Users

The requirements were constructed with the fore mentioned stakeholder groups in mind, considering their
expectations, knowledge, devices used, Internet access and objectives.

3.2.1 High Priority

High Priority requirements cover all the essential features and functionalities that are needed for the success-
ful completion of the system. Table 3.1 which can be found bellow outlines all the high priority functional
requirements that have been identified and provides a short description for each of them.

FR Requirement Description

1 Data Visualisation Page There must be a page where the user can interact with the rabies
related data gathered in Southern Tanzania

2 Map visualisation Part of the data interaction must be through a dynamic map
consisting of the affected districts

3 Graphs/Charts Visualisation Part of the interaction must be through graphs/charts etc

4 Select District in Data Visualisa-
tion

The user must be able to select a specific district he wants to
get visualisations for

5 Select Date in Data Visualisation The user must be able to select the date range he wants the data
to come from

6 Bite Incidents visualisation The user must be able to get information about bite incidents

7 PEP vaccinations visualisation The user must be able to get information about PEP vaccina-
tions

8 Vaccination Campaign visuali-
sation

The user must be able to get information about vaccination
campaigns

9 Dogs Vaccination visualisation The user must be able to get information about dog vaccina-
tions

10 Animal Sample Results visuali-
sation

The user must be able to get information about results from
animals samples that were submitted to laboratories

11 Suspect Animals visualisation The user must be able to get information about suspect animals
that have been recorded

12 Use of already established
database

The system must use the already developed MySQL database
from the e-surveliance project

13 Static Content The website must be able to serve various static content

14 Publications Page The website must have a page with links to related publica-
tions/articles

15 General Information Pages The website must provide general information about the project
and its purpose
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16 Mobile Website view The interface of the website must respond appropriately if it
gets accessed through a mobile device

Table 3.1: High Priority Requirements

3.2.2 Medium Priority

Medium Priority requirements are important features that extend the high priority functionalities and implement
additional features, in order to cover the needs of all different groups stakeholders. These requirements are not
mandatory but they should be implemented in order to provide a robust system. Table 3.2 which can be found
bellow outlines all the medium priority functional requirements that have been identified and provides a short
description for each of them.

FR Requirement Description

17 Download maps/graphs The user should be able to download the maps/graphs off the
data visualisation page in different formats to use in personal
reports etc

18 Login Authentication The system should provide a login authentication service in
order to restrict non registered user access to specific areas of
the website

19 User Registration The website should provide a way to register new users

20 Ability to change password The website should provide to a registered user a way to
change password

21 Download Raw Data A registered user should be able to download raw data(CSV)
files off the website

22 Download PDF reports A registered user should be able to download PDF reports files
off the website

23 Select date range for download-
able content

A registered user should be able to select a date range he wants
the CSV files/PDF reports to be about

24 Select District for downloadable
content

A registered user should be able to select a district he wants
the CSV files/PDF reports to be about

25 Select data/report type of down-
loadable content

A registered user should be able to select a a specific type of
data/report he wants to download

26 News Page The website should provide a news/articles page

27 Read News posts The website should provide any user the ability to read a post
in the news page

28 Add/Edit/Delete News Posts The website should provide an administrator user the ability
to add/edit/delete posts in the news page

8



Table 3.2: Medium Priority Requirements

3.2.3 Low Priority

Low Priority requirements represent features that do not create new main components, but instead compliment
the already implemented functionalities and enhance the usability of the software. Table 3.3 which can be found
bellow outlines all the low priority functional requirements that have been identified and provides a short de-
scription for each of them.

FR Requirement Description

29 Snapshot URL of visualisation
page

The website should allow the user to generate a URL with the
state, of the data visualisation page to share with others

30 User Deletion The system should allow a super user to delete registered users
and administrators

31 Reset password The system should allow a registered user to reset their pass-
word if they forget it

32 Send raw data / PDF reports to
email

The system should allow a registered user to send a raw data
files(CSV) or a PDF reports to their email in case they want it
for later use or they are not on their own device

Table 3.3: Low Priority Requirements

3.3 Non Functional Requirements

Non Functional Requirements do not affect directly any of the functionalities of the system, but specify the
criteria on how the system should operate. To identify the non functional requirements, the behaviour of the
system as a whole had to be considered and the ways the various stakeholders will interact with it. These
requirements did not get identified according to the objectives of the stakeholders when using the web site,
but according on their overall interaction with the system. Thus over the development process the following
stakeholders and their expected non functional needs were identified :

• Website Administrators

– Modifying Static Content

– Administrative actions (i.e Database management, Log analysis)

• Future developers

– Expanding the system

– Maintaining the system
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• Users

– Diverse devices being used

– Unreliable Internet Connections

– Outdated browsers/operating systems

Table 3.4 which can be found bellow outlines all the non functional requirements that have been identified and
provides a short description for each of them.

NFR Requirement Description

1 Easily Expandable System The system must be build in a way that allows for easy future
expansion and integration

2 Reponsive interface The website must be responsive to different screen sizes

3 Mobile friendly System The website must react accordingly when accessed over a mo-
bile device

4 Cross-Browser System The website must work on different and outdated browsers

5 Simple Implementation The system must be simplistic so future developers can extend
it without much experience

6 Documentation The system and its functionalities must be clearly documented
for further maintenance and development

7 Maintainability The system must have thorough error checking and be easily
maintained and debugged

8 Low Network Load The system must have low network as a lot of users will have
slow and unstable Internet connections

9 Secure The system must follow strict security standards to protect the
sensitive data it utilises

10 Intuitive Interface The website interface must be clear, simple and easy to use

11 Logging Important user actions should be logged for future analysis

Table 3.4: Non Functional Requirements

3.4 Conclusion

The requirement gathering process began at the start of the project and lasted until the late stages of the develop-
ment. Over that time, many new requirements were identified that were not even considered at the early stages
of the project. Further more the requirements were identified with regards to all possible stakeholders and the
ways they are going to interact not only with the website but the system as a whole.
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Chapter 4

Design

This chapter will outline the major design decisions, and how they were made over the entire development
process of the project. Furthermore the major modules that were identified will be presented along with some
rough sketches of the layout and structure of the system. Due to the agile-like development of the project, the
front end of the system (i.e website) didn’t have an official final design, but it evolved through the development
process, and was guided by constant feedback from the main stakeholders.

4.1 Design Process

The design model that was followed over the development period of the system was an ”agile” one. The design
decisions were made through weekly discussions and constant interaction with the clients. The design decisions
were changing dynamically in conjunction with the introduction of new requirements. Small and large changes
were made over the whole development process and design decisions kept being made until the late stages of the
project.

4.2 Use Cases

After the main requirements and various stakeholders were identified, a short list of use cases was created in
order to help identify the required modules that would make the website. This was done not only by using
the requirements identified, but also by getting constant feedback on the front end functionality from the main
stakeholders. Bellow you will find a short outline of the use cases that were created :

• As a user I want to be able to and gain information through visualisations on the progress against rabies in
southern Tanzania

• As a user I want to be able to download charts/graphs for personal use

• As a user I want to learn more about the project and the parties directly involved in it

• As a user I want to be able to access and read news and articles about the progress against rabies in southern
Tanzania

• As a registered user (and above) I want to be able to Login and gain access to restricted parts of the website
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• As a registered user (and above) I want to be able to download raw data (CSV) and PDF reports

• As a registered user (and above) I want to be able to email to myself raw data (CSV) and PDF reports

• As a registered user (and above) I want to be able to change my password

• As a registered user (and above) I want to be able to reset my password if I forget it

• As an administrator user I want to be able to register new users

• As an administrator user I want to be able to post articles and news on the website

• As superuser I want to be able to delete registered users

4.3 Identified Modules

By inspecting every individual use case and requirement, it was possible to identify the main front end modules
that would be needed in order to cover the main functionalities of the website. The identified modules are outlined
in Table 4.1 together with the requirements that every module covers, and a small overview of the design choices
including high level technologies chosen for the completion of the specific module.

Module Requirements
Covered

Overview of design

Data Explorer F1 F2 F3 F4 F5 F6
F7 F8 F9 F10 F11
F12 F17 F29

The data explorer page will use cutting edge libraries to gen-
erate highly dynamic and interactive charts, and will utilise
the web server API to gather the data needed

Static content F13 F14 F15 Static content due to its nature will be hard coded into the
HTML part of the web application and it will be loaded auto-
matically, without having to call any sort of requests

Login F18 Login and athedication will be handled by the web server via
the use of well established authentication libraries in order to
provide a multi access and secure environment

CSV/PDF downloader
and Mailer

F21 F22 F23 F24
F25 F32

The CSV and PDF files will be served through an API in the
web server, where they will be generated dynamically accord-
ing to the users selections and transferred(piped) back to the
client or emailed to the users personal email address

Password Changer F20 The password change will be handled directly by the server in
order to do it in a secure manner through an API

Forgot Password F31 The forgot password module will be served by the web server
through a series of API request’s and responses. It will utilise
highly secure design patterns to protect user accounts from
getting exposed

User Registration F19 User registration will be a functionality provided only to the
website administrators and all of it will be handled in the web
server through an API
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News F26 F27 F28 The news module will serve as an ”interface” between
the client and the news database where all the commu-
nication will be handled through the server, including
(read/delete/add/edit) news posts

User Deletion F30 The user deletion module will be available only to a single
super user in order to minimise the vulnerability risks of the
system. It will be completely managed by the web server, in
order to make sure all the appropriate checks have been made
before committing such an action

Table 4.1: Identified Modules

4.4 Front End Design

During the design process three modules were identified as having a major impact towards the overall completion
of the website. The first one was the main layout and the ways the user would be able to move around the web
site seamlessly, and how the flow between of pages would be structured. The second major design decision was
the structure of the data explorer, where the design had to be intuitive, informative and at the same time simple
to use too. The third module was the news page which had to be simple to use and highly informative.

4.4.1 Website Flow Layout

The design decision that was made for the flow of the website, was the incorporation of a global navigation
bar. The navigation bar allows the user to move between all the main views of the website seamlessly, with no
restrictions based on a users current location.

Navigation bar for Desktop Devices
The navigation bar bellow is a reconstruction of one of the original sketch that was created together with the
stakeholders. The specific navigation bar is made by considering mainly non mobile device users. Through the
navigation bar, complex movement flows are eliminated through the website, in favour of a simplistic approach
that allows users to move freely between the web site pages with ease.

Figure 4.1: Reconstructed Navigation Bar Sketch for non mobile users

Navigation Bar for Mobile Devices
During the later stages of the development process and with the introduction of new requirements, an alternative
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navigation bar had to be designed for mobile users. The mobile navigation bar had to be less cluttered and take
advantage of the height compared to the width of mobile devices. By clicking the three bars button the navigation
bar expands downwards, and presents vertically the same options as the desktop navigation bar.

Figure 4.2: Reconstructed Navigation Bar Sketch for mobile users

4.4.2 Data explorer Layout

The most important module of the project and the original functional requirement is the data explorer view. The
main idea behind it is to provide researchers with an interactive platform, in order to interact with the complex
database that was made from the esurveliance system. Thus the data explorer has to be simple to use while at the
same time promoting the clear identification of patterns in the data presented.

The final design utilised data exploration mainly through an interactive map. There, users have the ability to
select districts they want to generate graphs and charts for. The interactive map as a selection tool was chosen
over a long list of available districts due to the ability to ”jump” between districts with ease, as having to go
through a long list of 28 districts would be time consuming. The map together with a data range selection tool
allows the users to select the district and date range they are most interested in, while at the same time providing
an overview of all the districts through the map visualisation.

Figure 3.4 which can be found bellow provides a reconstruction of an abstract design that was made together
with the stakeholders. Keep in mind that the data shown in it is completely made up and was mostly used to
showcase the layout of the page.
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Figure 4.3: Reconstructed Data Explorer Sketch

4.4.3 News Page Layout

The news page had to present the latest news posts to every type of user. The design of this page has the following
characteristics. Non administrator users are able to see a list of relevant posts and can select which one they want
to read; this is done through the ”Read” button underneath every article. The latest post article is always fully
visible, and there is no need to click the ”Read” button to view it. That way users can get the latest important news
without the need of looking through the news Titles. An administrator user is given some additional options, the
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”add new post” button, ”edit” button and ”delete” button. The ”add new post” and ”edit” buttons should take
the administrator to the a view which consists of a WYSIWYG text editor; the only difference is that the ”edit”
button should populate the editor with the post selected.

Figure 4.4: Reconstructed News Page Sketch

4.5 User Management and Access Rights

It was identified that the web site will serve four different types of potential users. Each user group will have
different access rights and will be limited to certain features of the web site. The users identified are : Non
registered users, Registered Users, Administrator User and a Superuser. Figure 4.5 showcases the different
access rights each user group has over the main modules and functionalities.
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Figure 4.5: User groups access rights by module functionality

4.6 Overall System Design

Due to the dynamically changing requirements an in-depth design of the overall system, was something that
could not be captured until the later stages of the development. Nevertheless an abstract design was able to be
visualised through the modules and requirements that were identified.

The most important points that were used for the overall abstract design of the system were the following :

• The data has to be queried from an already established database located in Tanzania

• The web server is responsible for the indirect communication between the database in Tanzania and the
website, for the generation of graphs/maps and for providing the ability to download raw data files and
PDF reports

• All the non rabies related data is to be stored in a separate database packaged together with the web server

• Different devices will access the web site through an Internet browser (No mobile application will be
developed)

The above points can be used to identify the main system modules of the system. The Esurveliance database
in Tanzania, which is to be used for the the data explorer and the generation of CSV/PDF files for the users to
download. The website which is the platform that allows the users to interact with the database, and provide static
content as well as news articles. Lastly the web server which is responsible for coordinating the web application
and the two databases (1: the database in tanzania , 2: the webserver integrated database) together in order to
produce a homogeneous system. Figure 4.6 showcases an abstract idea of how the overall system was expected
to be structured.
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Figure 4.6: Abstract System Design

4.7 Conclusion

In this chapter a high level overview of the design decisions, that were made over the development process of the
project were outlined. Due the abstraction of these design choices, and the introduction of new requirements these
design choices were not absolute and by the end of the development process they were modified considerably.
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Chapter 5

Architecture and Implementation

This chapter will provide an in-depth description of all the technologies that were used for the implementation
of the system, along with their alternatives. In addition an overview of the system will be given, along with the
logic behind all the main functionalities.

5.1 High Level Architecture

The system developed consists of three different levels of ”layers”. One is the client(or front end) which consists
of everything that runs on a users device when he uses the website, this level includes the web browser that is
being used and all the files supplied from the server such as the javascript files and CSS files. Another level is
the web server(or middle ware). The web server is the base of the system, it is the entity that is responsible for
serving important information and data to the client. Then there is the back end(or database) which consists of
a single or multiple entities whose purpose is to store data that the web server and the client need in order to
function properly.

Figure 5.1: High Level Architecture of the System

The current system has a few unique characteristics due to the technologies that are being used and the
already existing infrastructure. In this case the middle ware and the back end are interconnected in some cases.

19



As mentioned before the system uses an already developed MySQL database in Tanzania[8], the system has
read-only access on the database which means that the database is not really part of the system or the back end
in the orthodox way. On the contrary the system uses an additional database which it has full control off and it is
embedded on the web server. That means that that database is practically part of the web server.

Figure 5.2: Detailed Architecture Design

Each layer of the system uses different and diverse technologies due to the fact that each layer has differ-
ent purposes and different responsibilities. While all levels are separate from each other it is their combined
interaction that forms the system that has been developed, in order to produce an Interactive Website for Rabies
researchers.

5.2 Technologies

One of the most important aspects of the implementation during the development of the system, was the correct
and well justified selection of technologies. In this subsection all the technologies chosen and their alternatives
will be thoroughly described and compared. The reason this report will discuss the technologies chosen so much
is due to the fact that this system will continue to be developed and maintained after the end of the project by
different developers. Thus the well justified choice of technologies will not only affect the functionalities of the
web site, but also the people that will work on it in the future.
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5.2.1 Development Tools

Technology Purpose Alternative Options

Git Provide source code managment SVN

Openshift Free web application hosting environ-
ment

Heroku

Amazon AWS Highly expandable and reliable web ser-
vices hosting environment

Openshift/Hekoru

Table 5.1: Development Tools

Git

A revision control tool is almost essential for any kind of software development project. These tools allow
a developer to manage and keep track of the source code, they are especially important for development teams
consisting of multiple people. Revision control allows multiple developers to work on the same project at the
same time.

The two most popular revision control systems are Git and SVN. Git was the tool that was chosen for this
project. The tools have multiple differences but Git is currently more popular and supports more functionalities
when compared to SVN[10]. In addition Git is decentralised which means that development cant continue
without having an direct access to the code repository[11].

Openshift

During the development of the system a hosting environment had to be set up so the website could be acces-
sible. As the website was still in development a free environment was preferable due to the amount of testing
that had to be done. Further more the hosting environment needed to support the technology that the system was
mainly implemented in (ie NodeJs).

The main identified options were Openshift and Heroku that provided nearly the same functionality. The
biggest difference between them was that the free version of Heroku allowed the system to be operational only
for 30 minutes if it remained idle[12]. Openshift’s free version on the other hand didn’t limit the availability of
the system and thus was labelled to be the better option[13].

Amazon AWS

After its completion, the product will need to be hosted on a highly secure, reliable and expandable server
hosting environment. Amazon AWS provides a huge variety of industry standard services that can be used by the
system, and guarantees robustness of both server hardware and Internet connectivity, as well as scalability in case
the number of users were to grow rapidly. Amazon AWS provides the opportunity for a seamless transition to
more powerful machines, and also to distributed load-balancing server infrastructure. Amazon AWS was chosen
as the future hosting environment of the system due to the cutting edge services it provides, the industry standard
security and the ability to provide a robust and highly scalable environment[14].
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5.2.2 Main Back End Technologies

Technology Purpose Alternative Options

NodeJs + ExpressJs Provide a back-end web server frame-
work for serving the website

Python + Django

MySQL Handles all the data collected over
the past years through the Esurveliance
project

None

SQLite Handle storage of user information,
posts/articles from the news view and
logs

MongoDB

Table 5.2: Main Web Server Technologies

NodeJs + ExpressJs

The technology used for the implementation of the web server is an extremely important one, it affects
the structure of the whole system and restricts any future development to that specific technology. The web
server framework was chosen with regards to how it fits the functional and non functional requirements of the
project. The system had to be built with regards to the functional requirements, simplicity, expandability and
easy maintainability by future developers from various backgrounds.

The main options for the main back end technology were NodeJs+ExpressJs and Python+DJango. They were
mainly chosen due to their relatively simple implementation and the large amount of functionalities they provide.
Both technologies have the ability to complete all the functional requirements of the system, though their ways
of doing that are different. Due to the importance of this decision a set of important aspects were identified for
both technologies respectively[15, 16, 17].

• NodeJs + ExpressJs

– It is written in Javascript which makes switching between front end and back end development easy

– ExpressJS provides an extremely easy and simplistic environment to develop

– It is ideal for creating API based back ends that the front end application requires

– Node Package Manager makes the installing and updating, of libraries and modules extremely easy

– NodeJS can support fully asynchronous events which makes response times faster

– A number of modules and libraries can be used in the client as well as in web server

• Python + Django

– Some of the functional requirements are already built in Django such are authentication and user
administration

– Django is a mature framework and thus most common problems encountered in web development
have been already solved

– Python is a clean and easy language to write code in

– Django has a larger community
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Both technologies provide features that can benefit the implementation of the system in different ways. At
the end NodeJs and ExpressJs was chosen, because it covered more non functional requirements when compared
to Python and Django. Namely the fact that NodeJs is written in Javascript meant that any future developer would
not be required to know any additional languages, as we can assume that most web developers have some basic
knowledge of Javascript programming. Further more ExpressJs makes the writing of the web server and the API
extremely simplistic and easy, as the implementation doesn’t require more than two separate files, one being the
server configuration and the other one being the API[16]. In addition NPM provides an easy way to incorporate
new functionalities into the web server, and some of its modules can be used in the front end of the system as
well. This provides any future developer with more freedom to develop new functionalities in different layers of
the system[18, 15].

Overall both technologies can be used to provide a simple and successfull implementation, but NodeJs +
ExpressJs was chosen mainly due to the better coverage of non functional requirements.

MySQL

Due to the specification of the project an already developed database in Tanzania that the web server has
no control of had to be used, in order to query the data needed for the major functionalities of the system. The
specific database was made in MySQL and thus there were no other alternative technologies that could be used.

SQLite

In addition to the mobile surveillance tool database located in Tanzania, the system required an additional
database that had to be fully controlled by the web server. This database would be responsible for storage of
users, new articles and logs. Due to the limited data that would be stored, the database had to be simple and light.

The main considerations were SQLite and MongoDB. SQLite is similar to MySQL with the difference that
it doesn’t need a hosting environment and it can be simply embedded onto the web server[19]. MongoDB on the
other hand is a non-relational database that works extremely well with nodeJS due to the ability to store JSON
objects in it. MongoDB provides more functionalities when compared to SQLite, but these functionalities were
unneeded for the limited use of the web server database[19, 20]. SQLite was chosen as the web server database
due to its lightweight structure, the familiarity of the stakeholders with SQL databases, and the potential ability
to integrate the Tanzanian database with the websites database in the future.

5.2.3 External Back End Technologies

Technology Purpose Alternative Options

Passport Provides user authentication and various
security measures

Stormpath

NodeMailer Provides a fully customisable email ser-
vice

Express-Mailer

PDFMake Dynamic PDF client and server side gen-
eration

PDFKit

JsonToCsv Customisable JSON to CSV file conver-
sion

NodeCsv

node-SQLite3 Provides the ability to create and query
an embedded SQLite database

None
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node-MySQL Allows the web server to query and
establish connection with MySQL
databases

None

Table 5.3: External Web Server Technologies

Passport

Due to the sensitive data that the system utilises, user authentication was one of the main requirements.
NodeJs + ExpressJs provides many different ways of dealing with user authentication and authorisation; but it
came down to two of the most popular technologies. Passport and Stormpath are modules that can implement
user authentication on a NodeJs based web server. Passport is known for its simplicity, variety of options and
customisation while Stormpath is a fully fledged enterprise oriented security technology[21, 22].

Passport was chosen for the system due to its simplicity and because it covers all the needed requirements
while still providing the ability for further expansion (such as facebook/Google account authentication). In
addition Passport is entirely customisable and there are more than 300 diverse custom authentication strategies
available on its website[21]. Furthermore passport is completely free, while Stormpath requires a monthly fee
for the utilisation of all its functionalities[22].

NodeMailer

One of the requirements of the system was the ability to send emails to registered users. There are many free
and non-free email technologies for NodeJs based servers available. But there were two specific email modules
that were identified to be simple enough to use, provided enough customisation and fitted all the requirements,
NodeMailer and Express-Mailer.

Both of the technologies are extremely lightweight and simple to use, but NodeMailer was chosen for mul-
tiple reasons. NodeMailer provides more functionalities overall and is more well supported by the community.
Furthermore Express-Mailer has a substantial restriction of forcing you to construct an email via the use of
HTML, which with regards to this project was found to make things too complicated[23]. In addition Node-
Mailer is the de facto email service technology for NodeJS based servers[24].

PDFMake

A technology had to be found for the generation of dynamic PDF reports. The two most popular technologies
available to NodeJS based web servers were PDFMake and PDFKit. PDFKit is the most customisable and
extensive technology of the two but lacks in two important aspects. Firstly PDFKit is a lot more difficult to learn
how to use successfully, and does not have built in support for table generation which is an important part of the
reports required[25]. Both of the technologies would be viable but PDFMake was chosen due to it’s simplicity
and the built in table generation that it provides[26]. The built in table generation functionality is especially
important as they are used in every type of PDF report, thus future developers would face a large obstacle on
expanding the PDF generation functionality; if PDFKit was chosen.

JsonToCsv

Another requirement was to allow a user to download automatically generated CSV files. These CSV files
consist of raw data taken from the MySQL database in Tanzania. For this functionality there were two available,
technologies available JsonToCsv and NodeCsv. JsonToCsv was chosen over NodeCsv due to the easy configu-
ration, but in return some additional functionalities had to be sacrificed. Due to the basic need of CSV generation
that was needed by the system, the more simplistic JsonToCsv was chosen[27, 28]. In addition JsonToCsv has a
large community which can ensure that it will keep getting updated in the near future.
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SQLite3 and MySQL

Another set of technologies that had to be chosen were the ones that would enable the web server to interact
with the two databases of the system. Due to the direct involvement that these technologies would have with
sensitive data, it was decided to go with node-MySQL and node-SQLite3 because they are directly supported by
NodeJS. In addition they were chosen due to their large community and high standards of security in order to
protect the databases from harmful attacks, such as SQL injections[29, 30].

5.2.4 Main Front End Technologies

Technology Purpose Alternative Options

Javascript Client-side processing None

HTML+JADE Displays information and structures the
”view” of a web page

Plain HTML

AngularJS Provides the main functionality and
structure of the front end application

ReactJs, Backbonejs, Plain Jquery

Jquery Provides the ability to interact with
HTML and is a main prerequisite of
most external libraries.

Plain Javascript

CSS+Bootstrap Provides rich, responsive and interactive
user interface

Angular Material, Plain CSS

Table 5.4: Main Front End Technologies

Javascript

Javascript is essential for any non plain HTML website. Nearly every website on the Internet uses it, thus it
was an obvious choice.

HTML+JADE

HTML is essential for all web applications, as it is responsible for the presentation of information. The front
end of this project uses the JADE template on top of HTML. JADE is the default HTML template that comes
with ExpressJS, it works exactly the same way HTML does but provides a few additional functionalities, such as
the ability to render an HTML page dynamically through ExpressJs without the use of Javascript[16, 31].

Further more JADE makes writing HTML a lot faster and simpler, as it dumbs down the syntax to a more
readable python-like format. Overall JADE+HTML can do everything plain HTML can do, with the addition
of some extra functionalities when used together with ExpressJS[16, 31]. In addition as it can be seen bellow
the JADE template avoids using closing brackets, which leads to more error safe HTML code. Furthermore the
majority of the ExpressJS tutorials and examples on the Internet use JADE, which is an important consideration
for the future developer of this project.
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Figure 5.3: Comparison between HTML and JADE

AngularJS

The second most important technology after the web server framework is the front end framework that will
shape the structure and the behaviour of the website. While plain Javascript can provide simple functionalities
for a website, it can easily become very complex in large front end applications due to its lack of structure.
Therefore it is extremely important to use a strong Javascript framework for the development of a website, as it
will reinforce a clear structure and good programming practises.

Some of the most popular Javascript frameworks currently are the following : Angular Js, Backbone JS,
Ember Js and React JS. Angular Js was chosen not only for its extremely popularity and continuous support from
Google, but because it provides a huge array of functionalities and a great way to structure the front end of the
application[32].

Figure 5.4: Popularity of main Javascript Frameworks

Angular’s primary goal is to simplify the development of a dynamic web application through innovative
concepts such as directives and two-way data binding. The combination of directives and two way binding is one
of the most useful tools the framework provides a developer with[32]. These technologies allow the seamlessly
dynamic change of HTML elements without the need of refreshing a web page. This not only simplifies the
implementation of the client but also benefits the user interaction with the interface.
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Figure 5.5: Difference bettwen traditional one way binding and Angular’s two way binding

Furthermore AngularJs has the largest amount of contributors out of any other Javascript framework, which
can assure that it will remain relevant for the foreseeable future[33]. Angular also supports a huge array of
external modules and libraries, that can be incorporated into the front end to extend its functionality[34]. It is for
these reasons that the AngularJs framework was chosen to structure and shape the web application.

Jquery

Jquery is by far one of the most used Javascript technologies, as it gives Javascript the ability to directly
interact with HTML. For this reason the majority of Javascript-HTML-CSS interactions are done by jQuery[35].
For the specific project there was no real alternative to jQuery because all the CSS and data visualisation tech-
nologies depended on it[36, 37]. For this reason jQuery was not included into the client as a main technology but
as a complementary one in order for other technologies to work properly.

CSS and Bootstrap

CSS is the main technology that gives a web page its ”appearance”. It is the look and the feel of a website as it
is responsible for rendering any graphics, placing objects onto the correct position and sizing elements. Bootstrap
is a CSS framework developed by Twitter and it is the most famous CSS technology at the moment. While there
are a lot of CSS frameworks Bootstrap was chosen because it provides a specific functionality that is invaluable
for this specific project, responsiveness. Bootstrap resizes and relocates objects dynamically and automatically
according to the device used when accessing the website. This allows a web page to be rendered successfully on
desktops and mobile devices without the need of implementing two separate views. On the downside bootstrap
is not the most lightweight CSS framework but it was still identified as the best choice[36].

5.2.5 External Front End Technologies

Technology Purpose Alternative Options

HighCharts Provides the ability to generate interac-
tive graphs and charts

D3

HighMaps Provides the ability to generate interac-
tive map visualizations

D3

TextAngular WYSIWYG text editor with rich HTML
content

Custom Text Editor
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Bootstrap Dialog Provides a customisable and simple way
to produce modals

Custom created Modals

Bootstrap Datepicker Dynamic date selection module Angular Date picker

Table 5.5: External Front End Technologies

HighCharts and HighMaps

The main requirement of this project is to provide researchers, with a way to visualise and interact with data.
For this a highly customisable and well made front end visualisation technology had to be chosen.

The most popular data visualisation technology currently is D3. D3 is extremely customisable and allows
a developer to construct virtually anything. It would be the perfect choice for this project if it wasn’t for 2
main drawbacks. Firstly D3 has an extremely steep learning curve, which makes it very difficult to use without
any prior experience, and the technology itself does not support some of the older Internet browsers that are
still common in Tanzania[38]. Due to this a more cross browser friendly technology that would cover all the
functional requirements, while still being easy to use; had to be found.

HighCharts and HighMaps which are both developed by Highsoft AS were chosen due to covering all the
visualisation requirements. They respectively allow the easy generation of many different chart and map data
visualisations. Both technologies are extremely simple to use as all it takes is modifying their configuration
and passing the correct data needed to generate the visualisations. In addition they come with a wide range of
plugins such as the ability to download a visualisation in the preferable file type. Furthermore the Highcharts
website provides a large amount of examples that can be easily used and customised by developers with no prior
knowledge[37].

TextAngular

Text angular is a technology that provides an interactive WYSIWYG text editor, that can be used on the client
side of the system. It allows the user to format rich text and add graphics/images into a text box. The technology
was chosen in order to provide administrators with a rich tool to write posts and articles on the news page. One
of the important benefits it provides is that the text written inside the editor can transformed into plain HTML
code which can then be saved in the embedded SQLite database[39]. This allows the query of rich articles and
posts straight out of the SQLite database.

Bootstrap Dialogue and Datepicker

Bootstrap dialog and Bootstrap Datepicker are community made complementary modules for Bootstrap.
They provide an easy and customisable way of creating pop-up modals and date ranges selectors. Bootstrap
datapicker is an important module of the front end application as it covers an important requirement for the
download PDF/CSV pages and the data explorer. Bootstrap dialog allows the developer to generate pop up
modals without the need of implementing a lengthy Javascript logic for them to function properly[40, 41]. They
were both chosen in order ot make the implementation of these functionalities much simpler.

5.3 Web Server

The web server was built in NodeJs + ExpressJs in order to keep the implementation as simple as possible. The
server component of the system consists of only 3 files. In addition the web server and web application are
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bundled in the same package as a result of using ExpressJS.

File Name Purpose

Server.js This file contains all the configuration of the NodeJS + ExpressJS web server and
the configuration of important libraries such as Passport and NodeMailer

index.js This file contains the routing functionality of the system and is responsible for ren-
dering the correct HTML+JADE file when requested by the web application

api.js This file contains the implementation of the API . Most of interaction of the web
server with the client application is implemented in this file

Table 5.6: Web Server Files

NodeJS + ExpressJS offers high throughput via non-blocking asynchronous I/O which is ideal for web ap-
plications that are mostly based around making requests to an API. NodeJS comes with its own module packager
called NPM. NPM allows a developer to install a module or a library onto the server automatically by just
entering the following command ”npm install -S ’library name’ ”.

The API endpoints can be found in the Appendix of this dissertation.

Figure 5.6: Web Server Structure

5.4 Web Application

The front end, client, web application or simply website is the platform that lets the user interact with the overall
system. The client in this system is an entity of it self, it uses technologies and provides functionalities that are
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different from the ones the web server does. The client is written in Javascript, JADE and CSS. In addition to
these basic languages it utilises many technologies that improve the look, the structure and the interactivity that
the front end website showcases.

The technologies that are used the most in the front end are; AngularJS, Bootstrap and HighCharts/HighMaps.
AngularJS is responsible for the structure and the logic that acts behind the visual representation of the web page.
Bootstrap is responsible for the interface of the website while at the same time providing the logic that makes the
website highly responsive on a wide array of devices. HighCharts and HighMaps in combination with AngularJS
and JQuery provide the generation of interactive data visualisations in the Data Explorer Page.

The front end implements an MVC(Model-View-Controller) architectural pattern with the help of AngularJS.
The MVC pattern divides the front end into three separate but interconnected parts[32].

• The Model , shared by both the view and the controller. The model represents the data that is shown to the
user in the view and is editable by the controller.

• The View is essentially a HTML template that defines the structure of the page; static components like
forms, buttons and text are defined here. It also contains variables which represent the objects held in the
model part of the application and are updated dynamically. The style of the page is modified using CSS.

• The Controller which defines the the behaviour of the page and implements most of the functionalities of
the client.

Figure 5.7: MVC Architectural Pattern

5.5 Database

The back end of the system is connected with two separate databases, the one used by the mobile surveillance
tool located in Tanzania and another one that is embedded on the NodeJS based web server. Due to the fact that
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the database in Tanzania contains sensitive data and the web server has read-only control this dissertation will
only mention it from a high level standpoint.

SQLite is a relational database similar to MySQL, with their main difference being that SQLite can be
embedded on a web server, while MySQL needs to be hosted separately. Due to the low requirements of the
website in terms of database storage, the use of a lightweight database such as SQLite makes the overall system
simpler. In terms of query functionality they are nearly the same and an SQLite database can be migrated into a
MySQL with ease in the future, if the demands of the database increase[19, 29].

The web server uses an SQLite database for everything that has to do with the functionality of the web site
as an entity, thus it deals with only non rabies related data; that involves the following high level items :

• User Authentication

• News/Posts Storage

• Logging of User actions

Bellow you will find figures and tables that give a general overview of the tables in the database, and provide
a brief description of what every column gets used for.

Figure 5.8: Database Table Overview
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Column Purpose

email Stores users personal email. Also used as a unique user name for login

password Hashed password of user acount

name Name of user

access Authorisation level of user

resetPasswordToken Randomly generated token for the password reset functionality

resetPasswordExpires Date and time until password token expires

Table 5.7: Users Table

Column Purpose

id Unique identifier for news post

title Title of news post

text Content or text body of news post

date Submitted Date of the specific date a news post was created

Table 5.8: News Table

Column Purpose

typeOfEvents Type of event logged, email/download

file Type of file requested PDF/CSV

dataType The type of data requested

district District requested by the event

selectedStartDate Start of date range requested by the event

selectedEndDate End of date range requested by the event

dateOfActions Date of when the event got requested

Table 5.9: Logs Table
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5.6 Implementation

Identifying the right technologies for the development of the system is only half the job, the other half is im-
plementing all the functionalities required. In this section an in depth overview of the implementation of every
module will be thoroughly explained.

5.6.1 Data Explorer

The data explorer module serves one main purpose, to give the ability to the user to visualise and interact with the
data gathered from the Esurveliance project in Tanzania, in a simple and informative way. Further more another
functionality it serves is the ability to save specific ”states” of the page via an URL generation function, that can
be shared with other people.

The ”state” URL can be constructed in the data explorer page by clicking a button. The URL is structured by
appending parameters that affect the visualisations at the end of the default URL.

Figure 5.9: Default and State URL Structure

When the module is loaded it first checks if the URL it is accessed by is the default one or if it is populated
with specific data. When the data explorer module gets the default or ”state” URL values, it uses the web server
API to request the data needed; which is returned in a JSON format from the server in Tanzania. As the majority
of the data formatting gets done by the web server the client only needs to make a few modifications, so each
data set can work correctly for the different visualisations. The data explorer module passes the appropriate data
into predefined HighChart and HighMaps configurations, which in turn generate all the visualisations.

The visualisations created by HighCharts and HighMaps are interactive, the user is given the ability to select
specific dates to be shown in each chart visualisation, without the need to call the web server API. The data
explorer needs to use the API for the generation of visualisations for different districts though, which is done
dynamically without the need to refresh the web page due to the use of Jquery and AngularJS.

In order to construct a map visualisation HighMaps required a map of Tanzania in a GeoJSON format, which
is a JSON like format for map files. A map of Tanzania was provided by the main stakeholders of the project but
it was in shp (shapefile) format. In order to solve the problem QGIS which is a map editor tool was used in order
to transform the map file into the required format. Another problem that was encountered was that the file that
was generated was larger than 1 megabyte which was problematic, considering one of the main requirements of
the project was to provide a lightweight platform. In order to solve this the Douglas-Peucker and Visvalingam
algorithms were applied to the file[42, 43]. These algorithms simplified the small details of the map file to make
it more uniform and reduce its size. The file ended up being 195kb in size which made a substantial performance
difference.

Another issue that was encountered with the map visualisation was how the data from the database could be
mapped to values in the map file, in order to generate the correct visualisations. The value that was chosen was
the postcode of every district. That way it is possible to map the correct data in the map visualisation, as the
database includes the full postcodes for any data that is submitted in it. So in the GeoJSON map file a postcode
value was added into each district that the map consisted of. Using postcodes will allow future developers to
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expand the number of districts visualised, and it also ensures the long term functionality of the data explorer due
to the fact that postcodes are static and unique for each district.

Figure 5.10: Data Explorer Functionality Design

5.6.2 Login and Forgot Password

The user authentication feature provides three distinct functionalities. One is the ability to log in as a user in
order to gain access to protected pages and API’s of the system, the other one is the initiation of the ”forgot
password” functionality which is used when a user can not remember his password. The last one is the ability of
a user to change their password.
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Login

When a user tries to log in into the system a HTTP request gets made to the server which includes the specified
user name and password. The web server uses the user name to query the SQLite’s users table and checks if the
user exists. If the user exists the web server checks if the password supplied is the same as the hashed password
stored in the database by using the NodeJs Crypto library. If the user supplied the correct credentials the web
server calls the Passport local authentication strategy which serialises the user into the middle ware and ensures,
that with each request the serialised user object gets passed as a response parameter. Whenever a user tries to
access a protected web page Passport verifies if the user has been serialised before redirecting the request to the
protected page[21].

Change Password

The change password functionality allows a user to change his password while he is logged in. When a
user visits the change password page he has to provide his personal email address, his current password and the
new password he requests. When this is done an HTTP request gets made with these parameters, passport then
verifies if the user is serialised(logged in). The web server then checks if a user with that email exists, and then
checks if the hashed password in the database matches with the password provided in the request. Subsequently
the server replaces the password in the database with the new password after hashing it; only if the user provided
the correct credentials and was logged in.

Forgot Password

If a user clicks the forgot password button in the Login view, the web server redirects him to a page that asks
him to supply his personal email address/user name that he has been registered with. The page creates an HTTP
request to the server including the email/username specified by the user, and then goes on to check if the user
exists by querying the email in the SQLite database. If the user exists the web server generates a randomised
token that it inserts into the resetPasswordToken column of the user table, and it generates a time stamp of
exactly one hour later from the time of the event. The time stamp then gets inserted in the resetPasswordExpires
column of the user table. After this is done the web server sends an email through NodeMailer to the the
users personal email address with a URL link, that consists of the reset password page URL and the generated
resetPasswordToken appended as a parameter[24].

When the user tries to access the emailed URL, an HTTP request gets called automatically. The web server
then queries the SQLite database looking for a user, that has the appended token URL parameter in the reset-
PasswordToken column of the users table. If a user with the token is found, the server checks if the current time
is later than the one entered into the resetPasswordExpires column of the user table. If the resetPasswordExpires
is expired, the web server redirects the user to the home page and removes the values from the resetPassword
columns in the database as the token is no longer valid.

If the token is valid the user gets redirected to the reset web page, with a URL that includes the generated
token and the expiry time stamp as parameters. At the reset page the user is asked to enter a new password
desired twice, and after it is confirmed another HTTP request is made to the web-server. The server then checks
again the SQLite database for the user with the specified token and if he exists, the old password gets updated
to the new hashed password specified by the user. Afterwards the resetPassword columns get emptied and the
user gets redirected back to the home page. In addition the web server sends a confirmation email every time a
password is reset.
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5.6.3 CSV/PDF Downloader

The CSV and PDF download pages are separate and cover different requirements, but they function in similar
ways. They both revolve around the user requesting different PDF/CSV files for different districts and different
time ranges. The user is also given the option to download the requested files or send them to his personal emails.
The main difference between is the way the web server generates the requested file.

When the user visits either of these pages he gets requested to specify the date range, district and type of
CSV/PDF file he is interested in, if he doesn’t there are some preselected default values in place. By clicking
the Download or Send to Email button an HTTP request is made to the web server with all the values selected as
parameters.

According to the type of file requested, the web server queries the MySQL database in Tanzania to get the
data that is required for the generation of the file requested. After the data has been queried the web server needs
to create the file object dynamically without saving it before sending it to the user.

During the development of the system it was identified that the files could be generated either in the web
server or in the front end. The decision to generate them in the back end was made in order to keep the client as
light as possible, as potential users will be requesting these files from outdated devices.

CSV Generation

When the web server queries the database the object that is returned is in a JSON format. Converting a JSON
object to a CSV format can be done in many ways. The web server uses the JsonToCsv library that is made for
NodeJs servers, JsonToCsv generates a CSV formatted string when it is given a JSON object. The server needs to
pre specify the headers of the CSV file and then pass the data into the JsonToCsv for the string to be created[28].

PDF Report Generation

When a PDF report file is requested the web server uses the PDFMake library to generate the report. The
web server contains predefined templates for each type of PDF reports that can be requested, they consist of
static content and configuration options such as fonts, font size and margins. In the predefined templates there
is a table initialisation where the web server inserts the data that was retrieved from the MySQL database in
Tanzania for the generation of the tables. The PDF file is created as an object on the web server and it is not
saved anywhere[26].

File Download

If the user chooses to download the file the server reacts in the following ways. For the CSV file the server
sends an HTTP response with the CSV formatted string as the content and sets the headers appropriately to let
the browser know, that a file in CSV format is expected. For PDF reports the web server pipes the PDF object
back to the client by simply using the pipe() method[16].

File Email

If the user requests to receive a personal email with the file requested, the web server sends an email to the
user by using the NodeMailer library with the file generated as an attachment[24]. The email address is received
from the request, as Passport makes sure that every request contains the user object in it, if the user is logged in.
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Figure 5.11: File Download Functionality Design

5.6.4 News

The news module of the system is responsible for providing users with the ability to create/read/edit/delete news
posts according to each users access rights. The news posts are stored in the SQLite embedded database in the
News table which consists of the post id, title, text(content) and date Submitted columns.
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Every time a user visits the new page an HTTP request gets made automatically to the web server requesting
all the posts available, the web server then queries the database for all the available posts. The server returns a
JSON object that contains all the news posts that were found in the database and the client populates the News
view accordingly via the use of two way binding that AngularJS provides.

Non registered users and normal users can only read the posts on the new page. If a user is logged in as an
administrator they are given the additional options to create a new post, edit a post and delete a post. All these
actions are completed via the use of the web server API through HTTP requests. When an HTTP request is made
for any of these actions the web server first makes sure that the request comes from an administrator user and
then inserts, updates or deletes an entry from the SQLite database according to the request and the id of a new
post. When adding or editing a post, the content of the request gets taken from the TextAngular editor through
its two way binding feature, which provides the content of the editor in an HTML format[39]. By saving the
content in the database in an HTML format, the posts are always rendered correctly on the browser without the
need of any additional processing.

5.6.5 User Register / User Deletion

An administrator user is given the ability to register new users. In addition to that there is a single superuser in
the system that has the ability to delete already registered users. This is done through two separate views the
User Registration one and the User Deletion view.

User Registration

An administrator can access the user registration page. The page consists of some text entries where the
administrator needs to enter the email of the user to be registered, a name for the user to be identified by, a
password that can be changed afterwards and a flag that specifies if the new user will be a regular user or an
administrator. When the values are entered and the user submits the form, an HTTP request is made to the web
server where after checking if the user that made the request is in fact an administrator, goes on to add the new
user into the database. This is done only after checking that the user isn’t already registered as the the email
column in the users table is unique. On success or error, the appropriate notification gets send to the user.

User Deletion

The system allows a single super user to delete registered users. The user deletion view requests a list of all
non-superuser users that are available to be deleted via an HTTP request through the web server API. The front
end then populates the view with all the available users; including their name, email and access rights.

The superuser can use a delete button to delete a specific user, when this is done the client sends an HTTP
request to the server to delete the specific user who is identified by a unique identifier in the database. When the
server receives the request it checks to see if the user that made the request is a super user, and then checks if
the email of the user to be deleted and the unique identifier match with the one in the database. The server then
removes the entry out of the SQLite user table.

The user deletion view asks the user multiple times if they want to delete the selected user in order to make
sure mistake deletions do not happen.

5.7 Final Product

The website and the system as a whole at its final stages provides a user friendly and fully functional platform
for rabies researchers. A user can generate and interact with data visualisations seamlessly through the data
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explorer page. There is a plethora of static content for the user to get familiarised with the overall fight against
rabies in Tanzania and with more specific aspects of the overall project. Administrators can register new users
and registered users can log in to get access to protected areas of the web site. Registered users can download
automatically generated PDF and CSV files or send them straight to their personal email. A fully functional
news view is implemented where users can get information about the latest noteworthy events. Administrators
can create/edit/delete new rich posts in the news page. Registered users can reset their password and change their
password while logged in. A single super user can also delete registered users.

All this done in a simplistic user friendly manner, through a seamless and minimalistic interface which re-
sponds to a plethora of different and unique devices. In addition all this functionality is supplied by a system that
is simple, highly expandable, fast and easy to develop. Furthermore all the functionalities take into consideration
unstable Internet connections and outdated devices, by making sure that the bandwidth and processing load is at
its minimum by transferring any heavy load to the system’s back end.

Figure 5.12: Final View of Data Explorer
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5.8 Documentation

Due to the fact the system will continue to exist and be used after the end of the project; proper documentation
had to be written.

Code Base

Inside the code base there are many comments explaining the functionality of each code snippet. In addition,
easy to understand variable names were used for everything in order to make each variable and method self
explanatory. Furthermore due to the fact that the code is separated into specific files such as the API file, a future
developer will know where everything is located.

Overall System Documentation

Due to the size of the project, a documentation file was created that explains into detail the entire system.
The document consists of details about the following :

• Back End/ Middleware

– How to start/stop and deploy the server

– How to install/Update modules in the server

– Where every functionality of the system is located

– Where all the static and non static content is located

– How to write and modify API’s

– How to change the authedication strategy

– How to modify and move the SQLite embedded database

• Client/Front End/Web Application

– How to install and update libraries/modules

– Where all the functionality code is located

– How to change the application configuration

– How to add new pages in the web application

– How to change the HTML/JADE

– How to use and modify HighCharts/HighMaps

5.9 Conclusion

In this chapter an in depth overview was given of all the technologies that were chosen for the development of
the system. In addition descriptions were provided about the logic behind the main features that the final web
site provides to its users.
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Chapter 6

Evaluation and Testing

In this chapter the evaluation and testing strategies including their results will be described. The system had to
be tested in multiple ways by taking into account the functional and non functional requirements. The main ways
the testing and evaluation was done was, through heuristics and manual system testing, platform testing across
multiple devices and technologies; and through an in depth user evaluation with real users to test all the aspects
of the system.

6.1 System Testing

The overall system reliability and robustness was tested manually. That was done via structured real life tasks
that had as an aim to test the systems expected responses and error handling. The real life tasks consisted of
pushing the system to its limits and testing edge cases. This was done throughout the development process in
order to discover errors and bugs. Things like trying to access protected pages without being logged in, SQL
injections, passing illegal characters and variables in entries were tested often.

In addition more structured scenarios were made, these scenarios would label actions and their expected
outputs. These scenarios covered all the functional requirements of the system. Some examples include :

• Test Scenario 1

1. Go to the login page

2. Enter email as username with a wrong password

– Expected Response : Get an error message describing that a wrong email/password was entered

• Test Scenario 2

1. Go to the home page

2. Try to access the data download page without loging in

– Expected Response : Get redirected to the login page

The system testing was done during and after the development of the system. The website was also put through
stress and performance testing by third party software (loadimpact, pingdom and gtmetrix), in order to make sure
that the server could handle large workloads without any problems and check if good web development practises
were followed[44, 45, 46].The final results of these tests are available in the appendix.
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6.2 Platform Testing

One of the non functional requirements of the front end application was to make it responsive to a vast array of
new and outdated devices. These devices include desktops, laptops, smart phones and tablets.

Research was conducted about the most common devices used by potential users in Tanzania, where it was
found that most people use android based smart phone devices marketed towards developing nations. The re-
search was done via inspecting the most popular phone retailers in Tanzania, and interviews with people that
lived there. In addition different screen sizes had to be taken under consideration. Due Europe’s non commercial
supply of mobile phones used in Tanzania; an unorthodox strategy had to be used.

The main differences that were identified between all devices were, the screen size, the operating system and
the web browser used to access the website. For non mobile devises most of the resources for the testing were
available, but for mobile devices various software tools had to be used as well as a limited but diverse supply of
mobile devices.

6.2.1 Screen Size Testing

The Screen size of each individual device affects the way website is rendered on it. Screen sizes today can vary
between a small smart phone to large monitor screens. As it can be expected the difference is substantial but its
usually the small screens that get affected negatively. The website has been developed with responsiveness in
mind thus it is expected to be rendered appropriately and automatically according to the device that is accessing
it.

For the testing of screen sizes Google Chrome’s built in developer tools were used, these tools allow a
developer to render the website visited in a specific manner by specifying the device it wants to emulate or
provide specific screen dimensions. This tests pure purpose was to find if the website renders acceptably on a
plethora of different screen sizes and it did not test the actual functionality of the web site.

By testing the website on many screen sizes it is expected to gain feedback on how well the interface was
developed and how to improve it further, in order to produce a truly responsive web site that will be available to
everyone.

6.2.2 Cross Platform Functionality Testing

The website needs to be functional when it gets accessed from different devices. The main things that affect the
functionality of a web application are the following :

• Input Method (Touch Screen/Mouse and keyboard)

• Operating System used (Android/Ios/Windows etc)

• Web browser used (Chrome/Firefox etc)

For the functionality testing the use of Google Chrome’s developer tools was not enough as they cant replicate
the exact device parameters needed. Thus the website was also tested on various devices, operating systems and
web browsers. The testing strategy included the completion of some tasks that covered the main functional
requirements of the system. The modules that were tested were the following.
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• Data Explorer Interaction

• Login/Register/Forgot Password/Change Password

• News page (Read/Create/Edit)

• Downloading CSV/PDF file through the data download pages

The testing was done on the following combinations of devices/technologies. For the mobile devices the
testing was done on new and older popular devices. In addition it was possible to get hold of two smart phones
similar to the ones used in Tanzania. These two phones were particularly interesting as they were using cus-
tomised Android OS and Android Browsers which could affect the functionality of the website.

• Personal Computers

– OS : Windows, OS X, Linux (Arch Linux Distributions, Debian Based distributions)

– Browsers : Chrome, Firefox, Safari, Opera, Internet Explorer

• Mobile Devices

– OS : Android, IOs

– Browsers : Android Browser, Chrome, Firefox, Safari, Opera

– Special Phone Models : UMI Iron, XIAOMI RedMi Note

Through these tests it was possible to evaluate the web site’s functionality when accessed from diverse de-
vices. Testing things like unstable Internet connections though; was not possible from the United Kingdom. It is
for these reasons the functionality testing of the system continued in the user evaluation.

6.3 User Evaluation

Due to the nature of the project and its direct involvement with various groups of stakeholders, it was decided to
do the user evaluation with potential users of the website. This strategy would not only evaluate the website and
its functionalities, but it would also test all the non functional requirements that were not possible to test with
any other methods.

The user evaluation aimed to discover if all the functionalities of the website worked as expected, if the
website was truly responsive when accessed through different devices, if it was light enough to be used through
unstable and slow Internet connections and also identify future improvements and new functionalities. In addition
it was expected to discover any potential problems.

In order to get the best results, the evaluation was carried in two separate ways. One was a think aloud strategy
done with the main stake holders(administrators) of the project. This method provided insight not only in the
functionalities but also the future maintenance and development plans of the system. The second part consisted
of distributing a structured set of tasks that tested all the functionalities, to different groups of stakeholders. That
was followed by a semi-structured questionnaire which rated all the aspects of the website, and requested future
suggestions and improvements while at the same time pointing out any problems encountered in the website.
The questionnaire also required the users to supply their operating system, browser and screen size through a
third party website.
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The structured task evaluation got distributed to numerous future users around the world and more impor-
tantly in Tanzania; in order to get the most accurate results. These users consisted of Researchers, Scientists,
Government Officials and health workers. The tasks that were included in the evaluation were the following :

• Login Into the Website

• Find the csv download page

– Download a raw data (csv) file for the period and district that interests the user the most

• Find the PDF report download page

– Download a PDF report for the period, district and subject that interests the user the most

• Find the Data explorer page

– Interact with the page and try to gain some information via the map and the charts

• Find the news page

– Try to read the test news articles that are present

• Have a look around the website and try to gain more information about the project

After the users completed these steps they had the complete the questionnaire, that consisted of questions
about the ease they achieved every task on a scale of 0-5(very easy - very hard). In addition questions about
the look, speed and responsiveness had to be answered in a scale of 0-5. Further more open ended questions
were asked about any problems they encountered, and recommendations they might have. Lastly the user had to
answer multiple choice and open ended questions about future additional functionalities that they would like to
see in the web site. The questionnaire was made with Google forms and can be found in the appendix.

6.4 Evaluation Results

The goal of the evaluation was to gain feedback on the existing product and its functionalities, while at the same
time discovering new and interesting potential future expansions for it. This section will outline the results of
the evaluation strategies that were conducted. The results from the user evaluation were gathered through the
questionnaire that was provided and via direct emails, while the evaluation with the main stakeholders results
were gathered by taking notes during the think aloud interview.

6.4.1 User Evaluation

The were nine users that completed the questionnaire, four of them from Tanzania and four from Scotland. Out
of the nine people, six were rabies researchers and the rest were academics. The majority of them used Chrome
as a web browser for the completion of the tasks, and their devices ran mainly the Windows Operating System;
there was also one user that used OSX. It was interesting to see that the the majority of users were using Windows
7, which was released in 2009. In addition the screens the users used varied a lot, with the majority being around
1366 x 768 which is quite small for today’s standards, and ranging up to 1920 x 1080.

All the users except one, managed to complete the tasks successfully without encountering any major prob-
lems. One user did not manage to download a PDF report in a proper format, according to his feedback the PDF
downloaded had a .txt extension at the end; that was fixed by modifying the response headers. In addition the
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users provided mainly positive feedback about how easy it was to use the website as it can be seen bellow, with
most users providing the best rating in a scale of 0 to 5.

Figure 6.1: First part of the Questionnaire Results

When users were asked how fast they found the website and the response times, the feedback was mainly
positive. This was mainly due to the slow Internet connections, and also due to the fact that during the time of
the user evaluation the website was hosted on a free server environment in North American. Users were still able
to download the files, with one exception, where it took too long for a specific user to download a PDF report
and he had to try a second time. The second time the PDF file downloaded successfully.

Users responded averagely when they were asked about the look and the feel of the website, users mentioned
that it felt a bit too empty. They suggested the addition of images and other media, which was avoided until now
due to the requirement of keeping the website lightweight.

Figure 6.2: Second part of the Questionnaire Results

Users were also asked if the would like any additional future functionalities, and to provide open ended
feedback . The majority of users mentioned that they would be interested in automated emails with PDF reports,
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and one user was interested in automated SMS messages. The requested automated reports consisted mainly of
the ones available through the website. A single user also mentioned that he would like to receive automated
alerts for important events, like rabies related deaths. Futher more most users requested that they would like to
receive automated information about various data that is presented in the Data Explorer, such as : Bite exposures,
PEP shortages, Dog vaccination campaigns, Suspected outbreaks and Samples collected and laboratory results.

Figure 6.3: Third part of the Questionnaire Results

Overall the feedback received from the user evaluation was mainly positive. The users provided honest an-
swers and described all the problems they encountered clearly. The majority of the problems that were identified
were resolved shortly after the end of the user evaluation. In addition multiple suggestions were made regarding
the future of the website.

6.4.2 Main Stakeholders Evaluation

An evaluation was carried with the main stakeholders of the project. It consisted of a think aloud interview,
the stake holders were given a semi structured set of tasks to achieve, and the stakeholders were encouraged to
discuss their thoughts through the whole process. The results from this evaluation were really beneficial. The
stakeholders did not encounter any major difficulties during the evaluation and a lot of feedback was provided
about small interface improvements. In addition some small changes on the functionality of the website were
requested; such as the ability to see a users access levels in the delete user view. These suggestions were imple-
mented after the end of the evaluation. Further more during the evaluation the process of passing the project and
the code base to them was discussed along with other administrative issues such as: the creation of an adminis-
trative email, creation of a joint GitHub account for future developers, documentation and migration to Amazon
AWS.

Both clients felt that the final product met all main expectations that were identified since the start of the
project and that it covered all the functionalities that were requested. The overall responses to the product were
highly enthusiastic and the main stakeholders were happy about the outcome, (Katie)”I am impressed, I think it
looks great”. The overall feedback that was received was positive and both the stakeholders were impressed by
the final product.

6.5 Conclusion

This chapter went through all the testing and evaluation that was done, during and after the development of the
product. The overall results are positive and the product meets the majority of the requirements successfully. In
addition useful feedback and suggestions was gathered that can be used in the future, for the expansion of this
project.
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Chapter 7

Future

In this chapter, possible future work and improvements are described in detail. This includes partially unfinished
functional requirements that weren’t able to be completed due to infrastructure or time limitations, additional
possible functinalities that were identified during the development process and recommendations from the par-
ticipants of the user evaluation.

7.1 Automated Email Reports

Automated Emails was a new functionality that was suggested by both users and the main stakeholders. These
emails could be similar to the PDF report emails that are dynamically generated in the web server and could be
sent automatically to all registered users in specific time intervals such as once a month. This will provide users
with an update on the progress that was made in the past month which a lot of users would find invaluable.

Due to the fact that an email sending service is already present in the system, the development of automated
emails would be quite simple as it would mainly require the development of a timed invocation of the email ser-
vice. NodeJs supports multiple ways of implementing timer functions[27]. In addition the email service supports
the ability to send HTML as emails, which might be a preferable option than just generating and attaching a PDF
file.

In addition, to time based automated emails, another option would be sending emails according to specific
important events regardless of time. Things like rabies related human deaths are extremely important and it
would be useful to alert health workers and researchers about it immediately through an email[24].

7.2 SMS Service

Another possible future capability that was requested was the ability to send SMS messages through the system.
These SMS messages could provide automated short reports like the ones mentioned before. These could consist
of the progress that was made in the past month or so and provide some useful data. The messages could also be
sent according to important events like a rabies inflicted death in a specific district.

Currently there is no infrastructure that supports SMS sending in the system, there are though multiple ways
of developing such service. A possible solution is the use of a third party service such as Twilio which provides an
API that the web server would be able to use to send SMS texts. One of the possible implications with Twilio or
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other similar software, is the fact that their service is not free[47]. On top of that, the costs of using these services
would be extremely high due to the fact that the majority of text messages would be sent to people in Tanzania.
Another more complex but much cheaper viable solution would be to use a specialised router device that has a
SIM card slot, and place it in Tanzania with a cheap mobile provider SIM card[48]. With that infrastructure in
place the web server could connect to that specific device remotely and send SMS messages through it.

7.3 Server based HighCharts/HighMaps visualisations

HighCharts and HighMaps have the ability to be generated on the server side instead of the client. By generating
the visualisations in the back end, the server will be able to send automated emails and reports that include the
relevant maps and graphs. This would provide more content rich emails and reports which a lot of people would
find more useful[37].

In order to develop this functionality the server will have to include PhantomJS which is a Javascript frame-
work that can run independently without the need of a browser (similar to NodeJS)[49, 15, 37]. With the use of
PhantomJS the creation of the visualisations would be the same as they are in the front end currently so it would
not require any extensive additional development[37].

7.4 Extended Map Visualisation

Currently the map visualisation in the data explorer presents the 28 districts which the project is involved with.
A future capability would be to present a more in depth map visualisation by providing a drill down map. A drill
down map is a map where if a district gets selected the map ”drill downs” to that district and generates a new
visualisation at a lower level, such as counties. This would allow the user to get data about more specific areas
that might be of interest, other than a district which consists of a large land area.

HighMaps supports the implementation of drill down maps and is configured similarly to the already existing
map visualisation. One of the obstacles of this new functionality is the supply of appropriately made Maps for
the visualisation. HighMap requires a separate in depth map file for each district, and these map files will require
to have the same format as the one used currently[37].

7.5 Additional Visualisations and File Types

Another possible addition that could be made to the website, and was partially requested by users; was the
implementation of additional visualisations in the data explorer. The addition of new visualisations would be
simple to implement, as they would not be much different than the ones already existing, except from the data
supplied and the HighCharts configuration[37].

Further more some different types of files were requested, such as the ability to download documents in a
.odt format (Word format). For this an additional technology for the generation of Microsoft Office file formats
will have to be used. The most popular technologies that meet this functionality is ”officegen” and ”officegen-2”,
both are available in NPM which means installation will be simple. The implementation of this functionality
would mainly consist of the configuration needed for the generating the Word document, as the rest of the logic
for downloading and querying the data is already present in the web server[18, 50].
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Chapter 8

Outcome and Conclusion

8.1 Summary

The objective of this project was to develop an interactive data visualisation platform for rabies researchers,
while at the same time creating a system with expandability and long term maintainability in mind. The final
product met all the project requirements that were identified in the second chapter of this dissertation. Through
the expansive testing and evaluation that the product went through it was demonstrated that the application is
simple and user friendly, while at the same time it provides rich and informative content. A lot of possible future
work was also identified which is possible to develop with the current state of the overall system. The website
has reached the point were its entirely usable and it is accessible for users to gather, share and visualise data for
the support of the fight against rabies in Southern Tanzania.

8.2 Evaluation Analysis

The analysis of the user evaluation provided a major insight on the state of the system, and how it could be
further expanded to cover additional needs of researchers. It was revealed that the current functionalities of the
web site work really well, while at the same time it was proved that it is made in such a way to support unstable
connections and diverse devices acceptably. A lot of future work was also provided, such as the induction of
automated emails and text messages through the server for important events. In addition through the interview
evaluation it was found that the main stakeholders of the project were impressed with the final product. Overall
the feedback received was highly positive and extremely useful in terms of additional improvements.

8.3 Reflection

The project was an extremely rewarding experience. The opportunity to develop a web site from scratch and the
support provided by the project supervisor and the main stakeholders, provided me enough freedom to make the
main design choices and experiment with new technologies. The constant interaction with the stakeholders and
the fact that the product was of such importance to real people, made this project feel truly significant. Through
the development I was exposed to technologies that I’ve never encountered before, and I developed my skills in
every aspect of software engineering. Currently I am confident in my web development skills and I think that I
could continue doing it for non academic purposes. After all this, I hope that this website will be truly helpful
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in the fight against rabies and that it will end up accelerating the complete elimination of the disease in Southern
Tanzania.

8.4 Acknowledgements
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• My project supervisor Simon Rogers for his guidance and for providing so much time to the project with
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8.5 Website Link

Interactive Website For Rabies Researchers
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Appendix A

API Endpoints

File Name Type

/api/districtDeathsPerPop/ GET

/api/districtIncidentsByMonth/ GET

/api/districtIncidents/ GET

/api/PEPDosesByMonth/ GET

/api/PEPShortagesByMonth/ GET

/api/totalDogsVaccinated/ GET

/api/dogsVaccinatedPerDistrict/ GET

/api/villageVaccinationCampaigns/ GET

/api/villageVaccinationCampaignsPerDistrict/ GET

/api/suspectAnimalsPerDistrict/ GET

/api/sampleResultsPerDistrict/ GET

/api/totalSampleResults/ GET

/api/csvDownload/ GET

/api/PDFReport/ GET

/api/posts/ GET

/api/post/:id GET

/api/post/ POST

/api/post/:id PUT

/api/post/:id DELETE

55



/register/ POST

/resetPassword/ POST

/api/getUsers/ GET

/api/getUser/:id GET

/api/deleteUser/:id DELETE

/forgot/ POST

/reset/:token GET

/resetPage/:resetPasswordToken/:resetPasswordExpires POST

Table A.1: API Endpoints
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Appendix B

User Evaluation Form

Rabies Surveillance in southern 
Tanzania website evaluation 

 
Hello and thank you for participating in the test user evaluation. This website has been designed 
as a platform to share and visualise data and progress from the rabies surveillance project in 
Southern Tanzania. It has been designed to work effectively in areas with limited internet 
connectivity. 
 
The evaluation will consist of you (the test user) doing the following: 

● Complete a structured set of tasks in order to test some of the core functionalities of the 
website 

● Answer a short questionnaire about the tasks you tried to achieve in order to provide 
feedback about the functionalities the content and the quality of the website 

 

Tasks to achieve 
1. Go to the website ​http://rabieswebsite­rabiesresearch1.rhcloud.com/ 
2. Log into the website with the following credentials 

a. Username: ​test@test.com 
b. Password: ​test 

3. Find the csv download page 
a. Download a raw data (csv) file for the period and district that interests you the 

most (Please do not click the “Send Email” button) 
4. Find the PDF report download page 

a. Download a PDF report  for the period, district and subject  that interests you the 
most (Please do not click the “Send Email” button) 

5. Find the Data explorer page 
a. Interact with the page and try to gain some information via the map and the 

charts 
6. Find the news page 

a. Try to read one of the test news articles that are present 
7. Have a look around the website and try to gain more information about the project 

Answer the questionnaire 
1. Go to ​http://www.whatsmybrowser.org/​ and copy the link provided as you will need it for 

the questionaire. The link is in the box displayed below 

2. Go to ​http://goo.gl/forms/yNM8bNyzmr​ and answer the questionaire  
 

Thank you for your participation 
If you have any questions regarding the evaluation please contact: 

chr.kitsos@gmail.com 
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Appendix C

User Evaluation Questionnaire

19/03/2016 Website Evaluation Form

https://docs.google.com/forms/d/1MidWiJ8i2JVTJ6aSq7wjAbBM9TKPb9yycw4zUjiCJR0/edit?usp=forms_home&ths=true 1/4

Website Evaluation Form
Evaluation form for the Rabies Surveillance in southern Tanzania website

* Required

1. Please supply your personal email
address *

2. Which group of users are you part of? *
Mark only one oval.

 Health Worker

 Government Official

 Veterinarian

 Research Scientist

 Other

3. Please provide the link with the details of
your browser *
Visit http://www.whatsmybrowser.org/ and
copy the URL link provided

4. Did you manage to log in into the website? *
Mark only one oval.

 Yes

 No

5. How easy was it to download the raw data (csv) file? *
Mark only one oval.

1 2 3 4 5

Very Difficult Very Easy

6. Is there any other type of data you would like to be able to download?
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19/03/2016 Website Evaluation Form

https://docs.google.com/forms/d/1MidWiJ8i2JVTJ6aSq7wjAbBM9TKPb9yycw4zUjiCJR0/edit?usp=forms_home&ths=true 2/4

7. How easy was it to download the PDF report? *
Mark only one oval.

1 2 3 4 5

Very Difficult Very Easy

8. Is there any other type of PDF reports you would like to be able to download?
 

 

 

 

 

9. How easy to use did you find the data explorer? *
Mark only one oval.

1 2 3 4 5

Very Difficult Very Easy

10. Is there any other type of maps/charts you would like to be able to explore?
 

 

 

 

 

11. How easy was it to access and read the test news article? *
Mark only one oval.

1 2 3 4 5

Very Difficult Very Easy

12. How easy was it to navigate through the website in general? *
Mark only one oval.

1 2 3 4 5

Very Difficult Very Easy
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19/03/2016 Website Evaluation Form

https://docs.google.com/forms/d/1MidWiJ8i2JVTJ6aSq7wjAbBM9TKPb9yycw4zUjiCJR0/edit?usp=forms_home&ths=true 3/4

13. How fast and responsive was the website? *
Mark only one oval.

1 2 3 4 5

Very Slow Very Fast

14. How well did the website render (appear without any errors) in your screen? *
Mark only one oval.

1 2 3 4 5

Very poor Very well

15. How did you find the "look" and "feel" of the website? *
Mark only one oval.

1 2 3 4 5

Very poor Very good

16. Please list bellow any problems you encountered during the evaluation of the
website.
 

 

 

 

 

17. Would you be interested to receive automatic updates about the information
reported through the surveillance system
Check all that apply.

 Emails summarising numbers of persons bitten in a specific area, number of death
cases, and numbers of dogs vaccinated during the last month?

 Text messages summarising numbers of persons bitten in a specific area, number
of death cases, and numbers of dogs vaccinated during the last month?

18. Is there any other type of information you would like to receive regularly?
Check all that apply.

 Bite exposures and PEP shortages

 Dog vaccination campaigns

 Suspected outbreaks

 Samples collected and laboratory results
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19/03/2016 Website Evaluation Form

https://docs.google.com/forms/d/1MidWiJ8i2JVTJ6aSq7wjAbBM9TKPb9yycw4zUjiCJR0/edit?usp=forms_home&ths=true 4/4

Powered by

19. Do you have a preferred way you would like to receive updates?
Check all that apply.

 Email

 Text Messages

 Other

20. Please list your preferred ways of
receiving updates. (Answer only if you
chose "other" in the previous question)

21. Is there any other type of information you would like to receive regularly that
haven't been mentioned? Please elaborate.
 

 

 

 

 

22. Please provide any general feedback/suggestions on how to improve the website
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Appendix D

Consent Form
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Appendix E

Speed and Performance Test Results
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Appendix F

Interface Screenshots
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Appendix G

Documentation

System Documentation 

General Information 
The system consists of one package of source code files. The Server and Client are connected 
so there are no 2 seperate folders. The web server uses NodeJS + ExpressJS 
 
There are 3 “programming languages” used in the package:  

● Javascript ­ Responsible for the Client and Web Server Logic 
● JADE(HTML) ­ Is an alternative way of writing HTML. It has the same functionalities 
● CSS ­ Responsible for all the objects rendered in the front end 

System Structure 
The plain source code package without any modules installed consists of the following 
files/folders 

● public ­ All the client static content is located here (Javascript, CSS, Images, Maps) 
● routes ­ Contains the API and the routing logic of the web server 
● views ­ All the HTML/JADE that gets rendered is contained here 
● deplist.txt ­ This document is deprecated and is only there for backwards compatibility 
● package.json ­ All the web server installed modules are listed there, this allows the 

installation and updating of all the modules automatically 
● README.md ­ Small documentation for the Git repository 
● server.js ­ The configuration of the expressJS server, This is the main server file 
● website.db ­ This is a SQLite3 embedded database, preferably it should be moved 

elsewhere 

How to Run 
The package can be run locally and in a server environment. For both actions “node” must be 
installed to that specific device/server.  In order to run the package you need to go to the root 
folder and do the following : 

● ~$ npm install    (Installs all the modules needed to run the server) 
● ~$ node server.js    (Starts the server) 

The server should start running at the specified IP address and PORT. These values can be 
modified inside the server.js file close to the end of the file.  
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Server 
The server is written in NodeJS + ExpressJS, that means that all the back end code is in 
Javascript. The server logic consists of 3 main files : server.js, api.js and index.js. The server 
uses the JADE template(which is ExpressJS default) to parse HTML files and it has an 
embedded SQLite database for user authentication, logging and storing news posts. The 
authentication is done through the Passport package. 

How to install/update packages 
In order to install new packages into the web server, NPM will have to be used, and by going to 
the folder where server.js and package.json exists. When packages are installed a 
node_modules folder gets created with the installed packages inside, this folder should be 
ignored by the repository as it gets automatically created when “~$ npm instal” is run. Once 
there the following need to be typed through the terminal for the following actions.  

● ~$ npm install ­S “package name” ­ This installs the specified package, the ­S flag 
makes sure that the package gets listed into the package.json 

● ~$ npm install ­ This installs all the packages listed into package.json automatically, it 
generates a node_modules folder which contains all the packages. 

● ~$ npm update ­ This updates all the specified packages to their latest version 

How to run the server 
The server can be run simply by going to the folder where server.js is located and typing :  
“~$ node server.js” 
An automated script can be written so this is done automatically every time the github repository 
is updated. 
 

How to modify/expand the server logic 

API 
The majority of the API endpoints are located in the /routes/api.js file. There  mostl the 
implemented API functionalities can be found. If it is wished to add an additional endpoint or 
modify an existing one, it should be done in there. 
 
Keep in mind that if you develop a new API endpoint you will have to declare it inside the 
server.js file in the root folder. 
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Server configuration 
All the configuration of the server is done in server.js located in the root folder of the package. 
There you can modify 

● PORT/IP addresses 
● General expressjs configuration 
● Include additional packages installed 
● Passport Authentication strategies 

Adding extra JADE/HTML pages 
If it is required to add an additional page into the web site a JADE file will have to be created 
first inside /views/partials. When a URL requests a specific HTML template the server renders 
one with the same name of the requested from that folder (You will have to add the new JADE 
page routing logic in the /public/app/app.js too so angular can render it correctly). 

Changing/Modifying the Passport Authentication Strategy 
For modifying or changing the authentication strategy you will have to go to /server.js as all of it 
is located there. Comments clearly identify which part of the code is responsible for this 
strategy. For any modifications please consult ​http://passportjs.org/​ ​first as a lot of information 
can be found there 

Client 
The client can be mainly found inside the /public/ folder, there all the Javascript, CSS and 
miscellaneous files can be found. (Keep in mind the HTML/JADE is located in /views/ and not in 
the /public/ folder). The client consists of 2 sub folders /public/app which has all the application 
logic and implementation and /public/assets which contains all the libraries and technologies 
used by the web application. 
 
The client users AngularJS for the implementation of the project and thus it is structured in a 
specific way : 

● App.js ­ Here the configuration of the web application can be found. This includes 
declaring technologies and setting up the routing logic. (If it is decided to add a new 
page in the application you need to configure it in here as well as add the HTML/JADE in 
the /views/partials/ folder 

● Controller.js ­ Here you will find all the implementation of the web application. This 
includes generation of maps, API calls etc 
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How to modify/expand the client 

Installing Updating Technologies 
All the technologies and libraries are located inside the /public/assets/ folder. You can install a 
technology by placing the required folders in there and then going to /views/index.jade and 
pointing to their location. Sometimes you might have to include the name of the library inside the 
app variable declaration which can be found in the /public/app/app.js file. 

Adding new web page 
In order to add a new web page to the web application it is needed to first add the JADE/HTML 
file inside the /public/partials folder. Then the routing logic needs to be inserted inside the 
app.js. Keep in mind that if the web page to be added is nonstatic you will have to create a new 
controller for it to serve its implementation, the controller will have to be added in the 
/public/app/controllers.js file 

Modifying an existing web page 
Each individual web page consists of two things: The JADE file and the implementation. In order 
to modify the JADE/HTML file you will have to go into the /views/partials/ folder and find the file 
required. Then the file can be simply changed. If it is the implementation that needs to be 
modified you will have to find the controller that is linked to that page in the 
/public/app/controllers.js and modify the code or add new one. The controller set for every page 
can be found inside the /public/app/app.js file 
 

Adding/Modifying Visualisations 
All the visualisations can be found in the dataExplorer page. Thus all the implementation is 
located inside the ​dynamicDataExplorerCtrl​ controller. There all the configurations for the 
already developed visualisations can be found. In order to add new ones or modify the existing 
ones please consult ​http://www.highcharts.com/​. The website contains a list of all the 
configuration options. In addition it contains a large variety of already made examples. 
 

Adding/Modifying the CSS 
The web application uses Bootstrap as the default library for CSS. That means that you should 
not have to create your own CSS as Bootstrap provides a huge amount of functionalities. If you 
wish to modify already existing elements of Bootstrap or create your own you will have to do it in 
the following file : /public/assets/css/custom.css Everything that is written there overwrites 
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Bootstrap so it can be used for extending Bootstrap elements. In addition any new CSS files 
that get added to the web application will have to be imported in the /views/layout.jade file.  

Migration to AWS 
KEEP IN MIND THE FOLLOWING ARE JUST GUIDELINES AND NOT SPECIFIC 
INSTRUCTIONS! FOR PROPER INSTRUCTIONS CONSULT ​https://aws.amazon.com/ec2/ 
 
In order to migrate the system to AWS you will need to create an EC2 Ubuntu instance in AWS. 
You will need to install “NODE” on that instance by typing the following terminal command 

● curl ­sL https://deb.nodesource.com/setup_4.x ​|​ ​sudo​ ­E ​bash​ ­ ​sudo​ ​apt­get 
install​ ­y nodejs 

Then you will have to move the source code to that EC2 instance and place in a desired folder. 
You will have to modify the IP ADDRESS and PORT in the server.js file to match with the ones 
provided by the instance. 
The server can be started by typing simply “~$ node server.js” inside the root folder of the 
source code. It is reccomended to deploy the project through github to EC2 please consult 
http://docs.aws.amazon.com/codedeploy/latest/userguide/github­integ­tutorial.html 

Support Material 
It is recommended to get familiar with the main technologies used in this system before 
modifying or adding anything. The following websites provide rich information about all the 
complex aspects that you might encounter. 

● NodeJS ­ ​https://nodejs.org/en/ 
● ExpressJS ­ ​http://expressjs.com/ 
● AngularJS ­ ​https://angularjs.org/ 
● NPM ­ ​https://www.npmjs.com/ 
● Highcharts ­ ​http://www.highcharts.com/ 
● Bootstrap ­ ​http://getbootstrap.com/ 
● Passport ­ ​http://passportjs.org/ 
● JADE ­ ​http://jade­lang.com/ 
● HTML to JADE converter : ​http://html2jade.org/ 
● PDFMake ­ ​http://​pdfmake.org 
● JsonToCsv ­ ​https://github.com/mrodrig/json­2­csv 
● SQLite3 ­ ​https://github.com/mapbox/node­sqlite3 
● MySQL ­ ​https://github.com/felixge/node­mysql 
● NodeMailer ­ ​https://github.com/nodemailer/nodemailer 
● TextAngular ­ ​https://github.com/fraywing/textAngular 
● Bootstrap Datepicker ­ ​https://bootstrap­datepicker.readthedocs.org/en/latest/ 
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